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## Structure

> Collections of related variables under one name.
> Variables of may be of different data types.
> struct card-\{ Tag
 \};
> Keyword struct introduces the structure definition.
> Members of the same structure type must have unique names, but two different structure types may contain members of the same name without conflict.

## Structure Declaration

```
> struct employee {
        char firstName[20];
        char lastName[20];
        unsigned int age;
        char gender;
        double hourlySalary;
        };
> struct employee employee1, employee2;
struct employee employees[100];
struct employee {
        char firstName[20];
        char lastName[20];
        unsigned int age;
        char gender;
        double hourlySalary;
} employee1, employee2, *employeePtr;
```


## Structure Tag

> The structure tag name is optional.
$>$ If a structure definition does not contain a structure tag name, variables of the structure type may be declared only in the structure definition-not in a separate declaration.

## Self Reference

> A structure cannot contain an instance of itself.
> A variable of type struct employee cannot be declared in the definition for struct employee.
> A pointer to struct employee, may be included.
> For example,

- struct employee2
char firstName[20];
char lastName[20];
unsigned int age;
char gender;
double hourlySalary;
struct employee2 person; // ERROR
struct employee2 *ePtr; // pointer
\};
> struct employee 2 contains an instance of itself (person), which is an error.


## Storage in Memory

> Structures may not be compared using operators == and !=, because

- structure members are not necessarily stored in consecutive bytes of memory.
> Computers may store specific data types only on certain memory boundaries such as half-word, word or doubleword boundaries.
> A word is a standard memory unit used to store data in a computer-usually 2 bytes or 4 bytes.


## Storage in Memory

> struct example \{
char c;
int i;
\} sample1, sample2;

| $\begin{aligned} & \text { Byte } \\ & 0 \end{aligned}$ | 2 | 3 | 5 |  | 6 |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 01100001 |  |  | 00000000 | 00000000 | 00000000 | 01100001 |

## Possible storage, but machine dependant

## Initialization

> struct card \{
char *face;
char *suit;
\};
> struct card aCard = \{"Three", "Hearts"\};
$>$ If there are fewer initializers in the list than members in the structure,

- the remaining members are automatically initialized to 0
- or NULL if the member is a pointer.
> Assignment Statement of same struct type
- struct card aCard1 = aCard2;


## Accessing Structure Members

$>$ the structure member operator (.)-also called the dot operator

- printf("\%s", aCard.suit); // displays Hearts
> the structure pointer operator (->)-also called the arrow operator.
- cardPtr = \&aCard;
" printf("\%s", cardPtr->suit); // displays Hearts
- Following are equivalent
- cardPtr->suit
- (*cardPtr).suit


## Example

```
#include <stdio.h>
// card structure definition
struct card {
    char *face; // define pointer face
    char *suit; // define pointer suit
};
int main(void)
{
        struct card aCard; // define one struct card variab7e
        // place strings into aCard
        aCard.face = "Ace";
        aCard.suit = "Spades";
        struct card *cardPtr = &aCard; // assign address of aCard to cardPtr
        printf("%s%s%s\n%s%s%s\n%s%s%s\n", aCard.face, " of ", aCard.suit,
        cardPtr->face, " of ", cardPtr->suit,
        (*cardPtr).face, " of ", (*cardPtr).suit);
}
Ace of Spades
Ace of Spades
Ace of Spades
```


## Structure with Function

> Structures may be passed to functions by

- passing individual structure members
- by passing an entire structure
- by passing a pointer to a structure.
> Functions can return
- individual structure members
- an entire structure
- a pointer to a structure


## typedef

> The keyword typedef is a way to create synonyms (or aliases) for previously defined data types.
> Names for structure types are often defined with typedef to create shorter type names.
> Example:

- typedef struct card Card;

Card is a synonym for type struct card.
> Example:

- typedef struct \{ char *face; char *suit;
\} Card;
- Card myCard, *myCardPtr, deck[52];


## Card Shuffling Example (1)

```
// Fig. 10.3: fig10_03.c
// Card shuffling and dealing program using structures
#include <stdio.h>
#include <stdlib.h>
#include <time.h>
#define CARDS 52
#define FACES 13
// card structure definition
struct card {
    const char *face; // define pointer face
    const char *suit; // define pointer suit
};
typedef struct card Card; // new type name for struct card
// prototypes
void fillDeck(Card * const wDeck, const char * wFace[],
    const char * wSuit[]);
void shuff1e(Card * const wDeck);
void deal(const Card * const wDeck);
```


## Card Shuffling Example (2)

```
int main(void)
{
    Card deck[CARDS]; // define array of Cards
    // initialize array of pointers
    const char *face[] = { "Ace", "Deuce", "Three", "Four", "Five",
            "Six", "Seven", "Eight", "Nine", "Ten",
            "Jack", "Queen", "King"};
        // initialize array of pointers
        const char *suit[] = { "Hearts", "Diamonds", "Clubs", "Spades"};
        srand(time(NULL)); // randomize
    fil1Deck(deck, face, suit); // load the deck with Cards
    shuffle(deck); // put Cards in random order
    deal(deck); // deal a11 52 Cards
}
```


## Card Shuffling Example (3)

```
// place strings into Card structures
void fil1Deck(Card * const wDeck, const char * wFace[],
        const char * wSuit[])
{
    // loop through wDeck
    for (size_t i = 0; i < CARDS; ++i) {
            wDeck[i].face = wFace[i % FACES];
            wDeck[i].suit = wSuit[i / FACES];
        }
}
// shuffle cards
void shuffle(Card * const wDeck)
{
        // loop through wDeck randomly swapping Cards
        for (size_t i = 0; i < CARDS; ++i) {
            size_t j = rand() % CARDS;
            Card temp = wDeck[i];
            wDeck[i] = wDeck[j];
            wDeck[j] = temp;
        }
}
```


## Card Shuffling Example (4)

```
66 // deal cards
6 7
68
6 9
70 for (size_t i = 0; i < CARDS; ++i) {
printf("%5s of %-8s%s", wDeck[i].face , wDeck[i].suit ,
(i + 1) % 4 ? " " : "\n");
        }
}
```


## Card Shuffling Example (5)

```
Three of Hearts
    Five of Hearts
    Jack of Spades
Queen of Clubs
    King of Hearts
Seven of Diamonds
    Six of Hearts
Deuce of Clubs
    Ten of Spades
    Four of Diamonds
    Ace of Clubs
    Ace of Hearts
    Ace of Spades
```

Three of Hearts
Five of Hearts
Jack of Spades
Queen of Clubs
King of Hearts
Seven of Diamonds Six of Hearts
Deuce of Clubs
Ten of Spades
Four of Diamonds
Ace of Clubs
Ace of Hearts
Ace of Spades

| Jack of Clubs | Three of Spades |
| :---: | :---: |
| Eight of Spades | Three of Clubs |
| Four of Hearts | Deuce of Hearts |
| Three of Diamonds | Eight of Diamonds |
| Eight of Hearts | Queen of Hearts |
| Nine of Spades | Five of Clubs |
| Deuce of Diamonds | Five of Spades |
| Nine of Hearts | Seven of Hearts |
| King of Diamonds | Ten of Hearts |
| Six of Spades | Five of Diamonds |
| Jack of Hearts | Ten of Clubs |
| Ten of Diamonds | Nine of Clubs |
| Nine of Diamonds | Seven of Spades |

Six of Diamonds
Deuce of Spades
Six of Clubs
King of Clubs
Seven of Clubs
Eight of Clubs Four of Clubs Four of Spades Jack of Diamonds Ace of Diamonds Queen of Diamonds
King of Spades
Queen of Spades

## Structure nested within another structure

struct customer \{
char lastName[ 15 ]; char firstName[ 15 ];
unsigned int customerNumber;
struct \{
char phoneNumber[ 11 ];
char address[ 50 ];
char city[ 15 ];
char state[ 3 ];
char zipCode[ 6 ];
\} personal;
\} customerRecord, *customerPtr;
customerPtr = \&customerRecord;

## Union

> A union is a derived data type-like a structure-with members that share the same storage space.
> For different situations in a program, some variables may not be relevant, but other variables are-so a union shares the space instead of wasting storage on variables that are not being used.
> The members of a union can be of any data type.
> The number of bytes used to store a union must be at least enough to hold the largest member.

## Definition

$>$ union number \{ int $x$; double y;

## \};

> In a declaration, a union may be initialized with a value of the same type as the first union member.
$>$ union number value $=\{10\}$;
> union number value $=\{1.43\} ; / /$ ERROR

## Permitted Operations

> The operations that can be performed on a union are:

- assigning a union to another union of the same type,
- taking the address (\&) of a union variable,
- and accessing union members using the structure member operator and the structure pointer operator.
> Unions may not be compared using operators == and != for the same reasons that structures cannot be compared.


## Union Example (1)

```
// Fig. 10.5: fig10_05.c
// Displaying the value of a union in both member data types
#include <stdio.h>
// number union definition
union number {
    int x;
    double y;
};
int main(void)
{
            union number value; // define union variable
            value.x = 100; // put an integer into the union
            printf("%s\n%s\n%s\n %d\n\n%s\n %f\n\n\n",
            "Put 100 in the integer member",
            "and print both members.",
            "int:", value.x,
            "doub7e:", value.y);
```


## Union Example (2)

```
2I
22 value.y = 100.0; // put a double into the same union
2 3
24
25
26
2 7
2 8
}
Put 100 in the integer member
and print both members.
int:
1 0 0
double:
    -9255959211743313600000000000000000000000000000000000000000000000.000000
Put 100.0 in the floating member
and print both members.
int:
    0
double:
    100.000000
```


## Union Use Case

## typedef union

 \{int wears_wig; char color[20];
\} hair_t;

## FIGURE 10.15 Two Interpretations of Parameter hair

```
FIGURE 10.14 Function That Displays a Structure with a Union Type Component
void
print_hair_info(hair_info_t hair) /* input - structure to display
{
    if (hair.bald) {
                printf("Subject is bald");
        if (hair.h.wears_wig)
                printf(", but wears a wig.\n");
        else
                printf(" and does not wear a wig.\n");
        } else {
            printf("Subject's hair color is %s.\n", hair.h.color);
        }
}
```



Parameter hair: View 2


## Structure \& Union Example (1)

```
FIGURE 10.16 Program to Compute Area and Perimeter of Geometric Figures
```

```
/*
```

/*
* Computes the area and perimeter of a variety of geometric figures.
* Computes the area and perimeter of a variety of geometric figures.
*/
*/
\#include <stdio.h>
\#include <stdio.h>
\#define PI 3.14159
\#define PI 3.14159
/* Types defining the components needed to represent each shape.
/* Types defining the components needed to represent each shape.
typedef struct {
typedef struct {
double area,
double area,
circumference,
circumference,
radius;
radius;
} circle_t;
} circle_t;
typedef struct {
typedef struct {
double area,
double area,
perimeter,
perimeter,
width,
width,
height;
height;
} rectangle_t;

```
} rectangle_t;
```


## Structure \& Union Example (2)

21. 
22. 
23. 
24. 
25. 
26. 
27. 
28. 
29. 
30. 
31. 
32. 
33. 
```
typedef struct {
    double area,
        perimeter,
        side;
} square_t;
/* Type of a structure that can be interpreted a different way for
    each shape
typedef union {
    circle_t circle;
    rectangle_t rectangle;
    square_t square;
} figure_data_t;
/* Type containing a structure with multiple interpretations along with
    * a component whose value indicates the current valid interpretation
typedef struct {
            char shape;
            figure_data_t fig;
} figure_t;

\section*{Structure \& Union Example (3)}

\section*{FIGURE 10.16 (continued)}
42.
43.
44.
45.
figure_t get_figure_dimensions(void);
figure_t compute_area(figure_t object);
figure_t compute_perim(figure_t object);
void print_figure(figure_t object);
int
main(void)
\{
    figure_t onefig;
    printf("Area and Perimeter Computation Program\n");
    for (onefig \(=\) get_figure_dimensions();
        onefig.shape ! = 'Q';
        onefig = get_figure_dimensions()) \{
        onefig \(=\) compute_area(onefig);
        onefig \(=\) compute_perim(onefig);
        print_figure(onefig);
    \}
    return (0);
\}

\section*{Structure \& Union Example (4)}
65.
66.
```

/*
* Prompts for and stores the dimension data necessary to compute a
* figure's area and perimeter. Figure returned contains a 'Q' in the
* shape component when signaling end of data.
*/
figure_t
get_figure_dimensions(void)
{

```
```

figure_t object;

```
figure_t object;
printf("Enter a letter to indicate the object shape or Q to quit.\n");
printf("Enter a letter to indicate the object shape or Q to quit.\n");
printf("C (circle), R (rectangle), or S (square)> ");
printf("C (circle), R (rectangle), or S (square)> ");
object.shape = getchar();
object.shape = getchar();
switch (object.shape) {
switch (object.shape) {
case 'C':
case 'C':
case 'c':
```

case 'c':

```

\section*{Structure \& Union Example (5)}

\section*{FIGURE 10.16 (continued)}
```

82. 
83. 
84. 

8 5 .
86.
87.

```
        printf("Enter radius> ");
```

        printf("Enter radius> ");
        scanf("%lf", &object.fig.circle.radius);
        scanf("%lf", &object.fig.circle.radius);
        break;
        break;
    case 'R':
case 'r':
printf("Enter height> ");
scanf("%lf", \&object.fig.rectangle.height);
printf("Enter width> ");
scanf("%lf", \&object.fig.rectangle.width);
break;
case 'S':
case 's':
printf("Enter length of a side> ");
scanf("%lf", \&object.fig.square.side);
break;
default: /* Error is treated as a QUIT */
object.shape = 'Q';
}
return (object);

```

\section*{Structure \& Union Example (6)}
```

106. 
```
/*
```

/*
* Computes the area of a figure given relevant dimensions. Returns
* Computes the area of a figure given relevant dimensions. Returns
* figure with area component filled.
* figure with area component filled.
* Pre: value of shape component is one of these letters: CcRrSs
* Pre: value of shape component is one of these letters: CcRrSs
* necessary dimension components have values
* necessary dimension components have values
*/
*/
figure_t
figure_t
compute_area(figure_t object)
compute_area(figure_t object)
{
{
switch (object.shape) {
switch (object.shape) {
switch (object.shape) {
case 'C':
case 'C':
case 'C':
case 'c':
case 'c':
case 'c':
object.fig.circle.area = PI * object.fig.circle.radius *
object.fig.circle.area = PI * object.fig.circle.radius *
object.fig.circle.area = PI * object.fig.circle.radius *
object.fig.circle.radius;
object.fig.circle.radius;
object.fig.circle.radius;
break;

```
        break;
```

        break;
    ```

\section*{Structure \& Union Example (7)}
```

FIGURE 10.16 (continued)

```
```

case 'R':

```
case 'R':
case 'r':
case 'r':
        object.fig.rectangle.area = object.fig.rectangle.height *
        object.fig.rectangle.area = object.fig.rectangle.height *
                                    object.fig.rectangle.width;
                                    object.fig.rectangle.width;
        break;
        break;
case 'S':
case 'S':
case 's':
case 's':
        object.fig.square.area = object.fig.square.side *
        object.fig.square.area = object.fig.square.side *
                                    object.fig.square.side;
                                    object.fig.square.side;
        break;
        break;
default:
default:
    printf("Error in shape code detected in compute_area\n");
    printf("Error in shape code detected in compute_area\n");
}
}
return (object);
return (object);
/* Code for compute_perim and print_figure goes here */
```

/* Code for compute_perim and print_figure goes here */

```

\section*{Enumeration}
> Keyword enum, is a set of integer enumeration constants represented by identifiers.
> Values in an enum start with 0 , unless specified otherwise, and are incremented by 1 .
> For example, the enumeration
- enum months \{ JAN, FEB, MAR, APR, MAY, JUN, JUL, AUG, SEP, OCT, NOV, DEC\};
creates a new type, enum months, identifiers are set to the integers 0 to 11, respectively.
> Example:
- enum months \{
```

JAN = 1, FEB, MAR, APR, MAY, JUN, JUL, AUG,
SEP, OCT, NOV, DEC};

```
identifiers are set to integers 1 to 12, respectively.

\section*{Enumeration Example}
```

// Fig. 10.18: fig10_18.c
// Using an enumeration
\#include <stdio.h>
// enumeration constants represent months of the year
enum months {
JAN = 1, FEB, MAR, APR, MAY, JUN, JUL, AUG, SEP, OCT, NOV, DEC
};
int main(void)
{
// initialize array of pointers
const char *monthName[] = { "", "January", "February", "March",
"April", "May", "June", "July", "August", "September", "October",
"November", "December" };
// loop through months
for (enum months month = JAN; month <= DEC; ++month) {
printf("%2d%11s\n", month, monthName[month]);
}
}

```

\section*{Enumeration Example Output}
```

    January
    February
        March
        April
            May
            June
            July
        August
        September
            October
    November
    December
    ```

\section*{Enumerated Data Example}
```

\#include <stdio.h>
int
main( int number_of_args, char* arg_list[] )
{
enum Security_Levels
{
black_ops,
top_secret,
secret,
non_secret
};
enum Security_Levels my_security_level = top_secret;
if ( my_security_level == black_ops )
{
printf("You have top level security.\n");
printf("Opening door and unlocking the machine for you\n");
}
else if (my_security_level == top_secret )
{
printf("You have top level security, opening the door for you\n");
}
else if ( my_security_level == secret )
{
printf("You don't have enough security clearance. Please leave Now\n");
}
else if (my_security_level == non_secret )
{
printf("You do not have security clearance\n");
printf("Warning, The Police have been Called\n");
printf("Surrender yourself to them immediately!\n");
}
return 0;

```
```

